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MULTI-ENVIRONMENT OPERATING
SYSTEM

CROSS-REFERENCE TO RELATED
APPLICATIONS

This application claims the benefit of each of U.S. Provi-
sional Patent Application No. 61/226,955, titled “System and
Method for Switching Between Environments in a Multi-
Environment Operating System” and filed on Jul. 20, 2009;
U.S. Provisional Patent Application No. 61/226,974, titled
“System and Method for Initiating a Multi-Environment
Operating System” and filed on Jul. 20, 2009; U.S. Provi-
sional Patent Application No. 61/226,988, titled “Multi-En-
vironment Operating System” and filed on July 20, 2009; and
U.S. Provisional Patent Application No. 61/291,269, titled
“Multi-Environment Operating System” and filed on Dec. 30,
2009.

BACKGROUND OF THE INVENTION

Operating systems are designed and typically optimized
based on specific applications and user desired performance.
It is often desirable to have applications of one type of oper-
ating system available to another operating system.

General-purpose computer operating systems such as
Linux™ and Windows™ have an extensive set of features
such as file systems, device drivers, applications, libraries,
etc. Such operating systems allow concurrent execution of
multiple programs, and attempt to optimize the response time
(also referred to as latency time), and CPU usage, or load,
associated to the servicing of the concurrently executing pro-
grams. Unfortunately, however, such operating systems are
not generally suitable for embedded real-time applications,
such as for mobile computing devices. Under certain circum-
stances it would be desirable for a mobile computing device
to have the performance associated with a mobile-specific
embedded operating system and features of a general-pur-
pose operating system.

Linux, for example, is a well known general purpose desk-
top operating system with many desirable features for mod-
ern devices including modern operating systems features,
numerous development tools, networking, etc. However,
Linux was not designed to be an embedded or real time
operating system. Many modern devices, such as, without
limitation, set top boxes, mobile phones and car navigation
systems require not only the features of a general purpose
operating system such as Linux, but also the features of an
embedded or real time operating system, including real time
performance.

Given that Linux-based operating systems offer some ben-
efits but that other types of operating systems offer other
benefits, particularly in the context of certain types of devices
such as mobile devices, it would be desirable if somehow
multiple operating systems could be implemented on a single
device so that the benefits of each different type of operating
system could be achieved in relation to that device. Running
multiple operating systems on a single device has been
accomplished through virtualization techniques, such as (for
example) found in VMware™, VirtualBox™, QEMU™,_ etc.
However, when using virtualization a complete computer is
emulated and one or more software stacks are operated in the
emulated computing device. Emulation is wrought with high
overhead costs, and consequently conventional virtualization
techniques are often impractical, especially again in the con-
text of certain types of devices such as mobile devices.
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In view of the foregoing, there is a need for a new type of
operating system implementation by which the benefits of
multiple distinct operating systems can be achieved with less
overhead costs than would otherwise be the case using con-
ventional virtualization techniques.

BRIEF SUMMARY OF THE INVENTION

In accordance with at least one embodiment of the present
invention, a method for booting a device having at least two
co-existing independent operating environments includes ini-
tiating a start-up boot sequence, initializing a core kernel,
identifying that the device is docked, launching services com-
mon to a first operating system and a second operating sys-
tem, selecting a primary operating system based at least in
part upon identifying that the device is docked, launching
initializing scripts of a personal computing primary operating
system, and launching initializing scripts of a secondary
mobile operating system.

According to another embodiment of the invention, a
method for initializing an operating system, includes initial-
izing a boot sequence, selecting at least two operating system
environments for operating a mobile device, the at least two
operating system environments are configured to be indepen-
dent and co-exist while the device is operational, launching a
common Linux-based kernel, launching application services
common to a first operating system environment and a second
operating system environment, selecting the a primary and
secondary operating system environment based at least in part
upon a mode state of the device, and simultaneously launch-
ing initializing scripts for the primary and secondary operat-
ing system environments, wherein the second operating sys-
tem environment is the primary environment, and the second
operating system is the primary operating system when the
mode state is docked mode.

According to yet another alternative embodiment, a
method for operating a device having multiple co-existing
operating environments, includes initiating a boot sequence,
configured to simultaneously launch two operating system
environments, identifying the mode state of the device,
selecting a primary operating environment based at least in
part upon the mode state, and changing the primary operating
environment based at least in part upon a change in the mode
state of the device, wherein the mode state changes from a
mobile mode to a docked mode when the device is docked in
a dock associated with peripheral devices.

In accordance with an alternative embodiment, a memory
storage unit coupled to a computer processor, the memory
storage unit having computer executable instructions capable
of operating at least two operating system environments on a
common kernel, wherein a second operating system environ-
ment is optimized for desktop communication and wherein
the primary operating environment is switched from the first
operating system to the second operating system when a user
connects the device to a peripheral device.

According to another embodiment of the invention, a
mobile telephone comprises a graphical user interface con-
figured to receive and transmit multimedia information, a
computing system comprising a processor coupled to a
memory storage unit, a multi-environment operating system
having a common kernel, the memory storage unit having
computer executable instructions capable of managing
resources shared between at least two co-existing indepen-
dent operating system environments, wherein a Linux-based
system is a primary operating environment while the tele-
phone is connected to a peripheral device.
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According to yet another embodiment of the invention A
mobile computing device includes a computer processor
coupled to a computer memory having computer executable
instructions configured to initiate an operating system, and an
operating system configured to simultaneously run a standard
Linux distribution operating system environment and an
Android operating system environment on a single kernel,
wherein a predetermined device state dictates a primary and
secondary operating environment, and wherein the Linux
distribution is the primary operating environment when the
device is operating in a desktop mode.

According to still another embodiment of the invention, a
method for operating a device having a kernel, a first envi-
ronment with first middleware, and a second environment
with second middleware, wherein each of the environments
interfaces the kernel, including initializing the kernel, identi-
fying a device mode state, launching services common to
each of the first environment and the second environment,
determining one of the first and second environments as being
a primary environment based at least in part upon the mode
state, and launching initializing scripts for each of the firstand
second environments, wherein the first middleware of the first
environment is configured to interpret application code at
run-time with a byte-code interpreter, and the second middle-
ware of the second environment is configured to execute a
pre-run-time-compiled application, wherein the event that is
determined to have occurred is a docking of the device in
relation to another device, and wherein the switching from the
one environment to the other environment involves a switch-
ing between a first focus pertaining to the pre-run-time com-
piled application and a second focus pertaining to another
application based upon the interpreted application code.

According to another embodiment, a method of switching
from a first operating environment to a second operating
environment of a mobile device includes initiating at least two
co-existing independent middleware operating environments
coupled to a core kernel, the middleware operating environ-
ments each having a corresponding application component,
receiving a mode state initialization change signal based at
least in part upon the device operation, releasing first operat-
ing environment control of the device, and initiating second
operating environment control of the device, wherein the first
operating system operates the device in a mobile mode and
the second operating environment operates the device in a
docked mode.

BRIEF DESCRIPTION OF THE DRAWING

FIG. 1 is an exemplary perspective view of a mobile
device;

FIG. 2 is a block diagram representing in schematic form
exemplary components of the mobile device of FIG. 1,
including an exemplary operating system that has multiple
environments;

FIGS. 3-5 are block diagrams representing in schematic
form certain additional exemplary components (and, in FIG.
4, processes) of the mobile device of FIG. 1 not entirely
shown in FIG. 2 including, with respect to FIG. 4, ones
pertaining to an exemplary run-time co-existence schema
and, with respect to FIG. 5, ones pertaining to an inter-envi-
ronment communication schema;

FIG. 6 is a flow chart showing steps of an exemplary
booting sequence for the operating system of FIG. 2;

FIG. 7 is a flow chart showing steps of an exemplary
process for launching an application in a first environment of
the operating system of FIG. 2 while there is simultaneous
operation of a second environment of that operating system;
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FIG. 8 is a message sequence chart showing exemplary
steps for launching an application in the second environment
of'the operating system of FIG. 2 while a first environment of
that operating system has primary control;

FIG. 9 is a flow chart showing steps of an exemplary
process for switching from a first environment of the operat-
ing system of FIG. 2 to a second environment of that operat-
ing system;

FIGS. 10-11 are message sequence charts showing steps of
exemplary processes for switching from a first environment
of'the operating system of FIG. 2 to a second environment of
that operating system;

FIG. 12 is a flow chart showing steps of an exemplary
process for using an application controlled by a first environ-
ment of the operating system of FIG. 2 while a second envi-
ronment of that operating system has primary control; and

FIG. 13 shows an exemplary monitor with a display screen
showing exemplary windows that can be displayed as a result
of performing of the process of FIG. 12.

DETAILED DESCRIPTION

It is envisioned that it would be advantageous to have an
operating system including both a first application-middle-
ware environment and a second application-middleware envi-
ronment that each communicate directly with a single kernel
running directly upon a computing device’s hardware. In at
least some embodiments, one or both of the first and second
application-middleware environments are Linux-based
application-middleware environments. Also, in at least some
embodiments, one or both of the first and second application-
middleware environments are embedded. In one exemplary
embodiment, each ofthe first and second application-middle-
ware environments is an embedded Linux-based application-
middleware environment, and both of the application-
middleware environments communicate directly with a
single Linux kernel running directly upon a computing
device’s hardware (e.g., the hardware of a mobile device).

Referring to FIG. 1, a mobile device 10 is provided. The
mobile device 10 includes a graphical user interface (GUI) 12
and a plurality of data input buttons 14. The mobile device 10
is selected from the group including, but not limited to, a
mobile personal computer (PC), a netbook, a mobile tele-
phone, a laptop computer, a handheld computer and a smart
phone. Although the device 10 is mobile, it is intended to have
significant computing power, with a processor speed in
excess of 500 MHz, although slower processors are not
excluded. Considering the computing power, a user can con-
nect the mobile device 10 to a variety of peripheral devices
(notshown). The peripheral devices are selected from a group
including, but not limited to, computer monitor, a laptop
computer, a desktop computer, a tablet PC, a screen projector,
a docking station, a television monitor, etc.

Alternatively, the mobile device can include a variety of
added functionality. Additional features can be based upon
the particular environments that are selected for the device.
By example, a compass function can be provided for orien-
tation, an accelerometer function can be provided, in addition
to telephony, Bluetooth and WiFi stack for connectivity key-
board and touch screen function for enhanced interaction.

Now referring to FIG. 2, a block diagram is provided show-
ing in schematic form particular components of the mobile
device 10 of FIG. 1. As shown, the mobile device 10 of FIG.
1 includes a GNU/Linux distribution or operating system
(OS) 15 in communication with device hardware 20 as indi-
cated by an arrow 11. Further as shown, the GNU/Linux OS
15 more particularly includes a Linux kernel 18 and a Linux
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user component 16 that are in communication with one
another as indicated by an arrow 13. The Linux user compo-
nent 16 is further shown to include a first application-middle-
ware environment 22 and a second application-middleware
environment 24 (hereinafter, the respective first and second
application-middleware environments will more simply be
referred to as the first and second environments, respectively).
More particularly, as further indicated by arrows 17 and 19,
respectively, each of the first and second environments 22 and
24, respectively, of the Linux user component 16 is in com-
munication with the single Linux kernel 18. In the present
embodiment, the first environment 22 is an embedded envi-
ronment intended for use in mobile devices, namely, an
Android™ environment (additional description regarding
Android can be found www.openhandsetalliance.com, the
website of the Open Handset Alliance, which is hereby incor-
porated by reference herein), while the second environment
24 is a standard GNU/Linux environment. In addition to the
environments 22, 24 being capable of communications with
the Linux kernel 18, those environments are also capable of
communications with one another, as represented by an arrow
21.

As will be described in further detail below, it is specifi-
cally intended that multiple environments 22, 24 can operate
and co-exist independently of one another. This is not to say
that the two environments 22, 24 are absolutely operationally
independent in all respects. Indeed, to the extent that both
environments 22, 24 interact with and compete for resources
of'the Linux kernel 18, the two environments are interdepen-
dent in that respect. Likewise, to the extent that the two
environments 22, 24 are in communication with one another
(e.g., as represented by the arrow 21), the two environments
can operate in conjunction with one another in that manner as
well. Nevertheless, for purposes of the present explanation,
the two environments 22, 24 are considered “independent” in
the sense that each of the environments is capable of operat-
ing by itself even if the other of the environments was not
present (and, indeed, each of the environments can be opera-
tionally independent before simultaneous implementation of
both of the environments upon the same Linux kernel 18).
Additionally, in at least some embodiments, the two environ-
ments 22, 24 can also be considered “independent” insofar as
each of the two environments is of a different type (e.g.; in
terms of being embedded, etc.) and correspondingly serves
different purposes in terms of the operations it performs and
the functions it can achieve vis-a-vis the Linux kernel 18, the
device hardware 20, and the outside world (e.g., users and/or
other devices).

Although shown to be a GNU/Linux OS 15 with the Linux
kernel 18 and Linux user component 16, the present invention
is intended to encompass alternate embodiments in which
other types of operating systems, kernels, and other operating
system components are employed, and the present invention
is not intended to be limited only to Linux-based systems.
Likewise, notwithstanding that in the present embodiment the
first environment 22 is the Android environment and the
second environment 24 is the standard GNU/Linux environ-
ment, in other embodiments, other environments can be
employed instead of the Android environment. Depending
upon the embodiment, such other environments can be but
need not be embedded environments, and/or can be but need
not be suitable for use in mobile devices. Also, depending
upon the embodiment, environments and/or operating sys-
tems that operate in real time or do not operate in real time can
be employed. Further, while two environments 22, 24 are
shown in FIG. 2, the present invention is intended to encom-
pass additional embodiments in which more than two envi-
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ronments are present (and can operate and co-exist indepen-
dently of one another, where the manner of independence of
the environments is as described above).

Still referring FIG. 2, in at least the present embodiment in
which the first environment 22 is the Android environment
and the second environment 24 is in accordance with the
standard GNU/Linux distribution, those environments can
more particularly encompass several software components as
shown. With respect to the first (Android) environment 22,
that environment includes applications 2 (e.g., user applica-
tions), which are in the Dalvik language, and middleware 3,
with the applications and middleware being bundled together.
The middleware 3 as shown includes an Android application
framework 4 and Android run-time programming 5. Although
not shown, in at least some embodiments, the middleware 3 of
the first environment 22 can also include other components,
for example, a radio interface layer, and/or components
allowing for global positioning system (GPS) functioning. In
some embodiments, the middleware 3 (or portions thereof) is
released under an Apache license. As for the applications 2,
these applications are managed by the Android application
framework 4 and interpreted in the Android run-time pro-
gramming 5 (more particularly, an interpreter established by
the run-time programming translates the applications at run-
time). The applications 2, which can be understood to include
stacks and other application software components, are sepa-
rate from one another and include computer instructions that
are recognizable by the middleware 3 atop which the appli-
cations 2 are juxtaposed.

The Android run-time programming 5 in particular makes
use of a Dalvik register-based virtual machine (VM) as well
as Dalvik libraries and tools. The VM interacts with the Dal-
vik libraries and tools, as well as with other components such
as the Linux kernel 18. The Dalvik (Android implemented)
libraries are proprietary libraries that are implemented on top
of Linux kernel 18. The functionality implemented by way of
the Dalvik libraries is sufficient to run the Dalvik VM, but are
based on a subset of the libraries supported by GNU/Linux.
The Dalvik register-based virtual machine (including the
Dalvik language) is employed in the present embodiment
because it has been optimized for implementation in mobile
devices. Dalvik was conceived as an instrument to enable a
large population of Java programmers to easily develop appli-
cations on relatively computationally-weak (compared to
personal computers) mobile devices. Java is not the same as
Dalvik. In particular, register-based virtual machines such as
that provided by Dalvik are easier to optimize than stack-
based architectures such as the Java virtual machine on a
particular set of hardware. Also, Android/Dalvik replicates a
complete middleware layer, rather than merely a byte-code
interpreter (VM) as does Java. Nevertheless, while Dalvik is
not Java, Dalvik and Java share a common syntax so that
programmers can easily adapt their skills to develop Dalvik
applications. Thus, although the applications 2 operated by
the middleware 3 (and particularly by the Android run-time
programming 5) are Dalvik-interpreted applications rather
than Java-interpreted applications, the applications 2 are
similar to Java-interpreted applications in that they are byte-
code-interpreted applications.

As for the second (GNU/Linux) environment 24, that envi-
ronment includes its own applications 6 (e.g., user applica-
tions) coupled to middleware 7, with the middleware includ-
ing both a GNU application framework 8 and GNU libraries/
tools 9. The libraries/tools 9 can include a variety of
components including, for example, libraries such as QT
(Quicktime) or GTK (GIMP Toolkit) libraries useful for the
display of information on a GUI, as well as other libraries/
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tools discussed in further detail below. Although not shown,
the middleware 7 can include numerous other types of par-
ticular software components including, for example, one or
more desktop environments such as GNOME, Enlighten-
ment, Xfce, Fluxbox, LXDE and KDE, and/or a Gstreamer
multimedia framework, and/or a X11 Window manager. As
for the applications 6, these more particularly can be native
applications in the sense that the executable code of those
applications correspond to the instruction set architecture of
the Linux kernel 18 and/or the device hardware 20. As with
the applications 2, each of the applications 6 can also be
understood to include its own respective stacks and other
application software components that are separate from those
of'the other applications 6, and include computer instructions
that are recognizable by the middleware 7 atop which the
applications 6 are juxtaposed. In embodiments where the
middleware 7 includes one or more of the software compo-
nents discussed above (e.g., the aforementioned desktop envi-
ronments), one or more of the applications 6 can be coupled
to those components of the middleware.

In the present embodiment, the second environment 24 in
combination with the Linux kernel 18 more particularly takes
the form of an Ubuntu® Linux stack (additional description
regarding Ubuntu can be found at www.ubuntu.com, spon-
sored by Canonical Ltd. of the United Kingdom, which is
hereby incorporated by reference herein). For simplicity of
description below, the second environment 24 is hereinafter
referred to as an Ubuntu environment (albeit Ubuntu techni-
cally also encompasses that Linux kernel as well as the envi-
ronment 24). In the present embodiment, the second environ-
ment 24 (and particularly the middleware 7 of that
environment) additionally is capable of supporting a multi-
plicity of logical memory (data) partitions, while the first
environment 22 only has a single logical memory partition in
addition to providing system components. Notwithstanding
the above description, in alternate embodiments it is possible
that the second environment 24 will only have one logical
memory partition, and/or that one or more other environ-
ments can also or instead be configured to support multiple
logical memory partitions.

Notwithstanding the above description in which the first
environment 22 is an Android environment and the second
middleware system environment 24 is an Ubuntu environ-
ment, a variety of other types of environments can also or
alternatively be employed including, for example, standard
Linux-based environments, Symbian (Symbian Foundation
Ltd., www.symbian.com) environments, and Windows-based
environments (e.g., Windows and Windows Mobile). In at
least some such embodiments, the environments are not
Linux-based environments and correspondingly the environ-
ments can be implemented in conjunction with different types
of kernels other than a Linux-based kernel (this can be the
case, for example, with respect to Symbian or Windows-
based environments as mentioned above). As already noted
above, while the present embodiment particularly envisions
the presence of two environments interacting with the same
Linux kernel 18, in alternative embodiments it is envisioned
that greater than two environments of any of a variety oftypes
can independently co-exist on the same Linux kernel 18 (or
other core/kernel).

The device hardware 20 can include a variety of hardware
devices. For example, the device hardware 20 can include a
memory storage device (not shown) coupled to a processor
(not shown), which stores computer executable instructions
that are configured to perform various functions and opera-
tions, some of which are described herein. Also for example,
the device hardware 20 can in addition (or instead) include
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any of a variety of other components/resources, such as cel-
Iular Bluetooth and/or WiFi transceivers or radios, keyboards,
other input devices such as a mouse and/or touch screens,
memory sub-systems, audio amplifiers, output devices such
as speakers and/or video screens, hardware accelerators, IP
sockets, etc. The Linux kernel 18 allocates resources of the
mobile device by connecting and managing interaction
between the physical world of the device hardware 20 and the
respective middleware 3, 7 of the environments 22, 24,
respectively. The software components encompassed by the
respective middleware 3, 7 (again, e.g., the application frame-
works 3, 8, run-time programming 5, and/or GNU libraries/
tools 9) are often referred to as the middleware because they
are logically interposed between the kernel and software
applications 2, 6, respectively. The purpose of the respective
middleware 3, 7 is to orchestrate interaction between the
device hardware 20 (physical world) and the applications 2, 6,
respectively.

Turning to FIGS. 3-5, aspects of the components of FIG. 2
are shown in greater detail, in schematic form. Referring to
FIG. 3, the device hardware 20 is again shown to be in com-
munication with the Linux kernel 18 that is in communication
with the Linux user 16, and the Linux user is again shown to
include the first (Android-based) environment 22 and the
second (Linux-based) environment 24. Further as shown, the
kernel 18 particularly includes several modules 43, which
include a set of kernel drivers 42 and an AEV module 44
(which is described in more detail below). Included among
the drivers 42 are device drivers (e.g., input device drivers) for
components of the device hardware 20. Additionally, while
not shown in FIG. 2, FIG. 3 more particularly shows the first
environment 22 as including a portal service module 26, a
portal activity module 28, an Android services module 30,
and an Android applications module 32. The modules 28 and
32 can be considered to be among the applications 2 of the
first environment 22 as shown in FIG. 2, while the modules 26
and 30 can be considered portions of the middleware 3 of that
environment. Also, FIG. 3 more particularly shows the sec-
ond environment 24 as including an arbiter or resource man-
ager 34, an Android in a window (AIW) module 36, and a
Linux services module 40. The modules 34, 36 and 40 can be
considered portions of the middleware 7 of FIG. 2. The appli-
cations 6 of FIG. 2 are additionally shown in FIG. 3 as Linux
applications (potentially the AIW module 36 can also be
considered one of the applications 6).

The various modules 26, 28, 30, 34, 36 and 40 are config-
ured to serve particular functions. The AIW module 36 in
particular is configured to display a first environment appli-
cation window on the GUI 12 while the second environment
24 is the primary environment. The AEV 44, which as men-
tioned above is a kernel module, operates in conjunction with
the AIW module 36 and in particular takes absolute coordi-
nate and keyboard events from AIW 36 and passes them to an
event hub. With respect to the portal service module 26, that
module contains a set of instructions configured to allow
service for the first environment 22 and directs all communi-
cation with the resource manager 34. While the mobile device
10 is operating, the portal service module 26 is preferably
running at all times. Additionally, the portal service module
26 is connected to activity associated with the portal activity
module 28, as well as first environment 22 broadcast events.
As already mentioned, the portal activity module 28 is an
application, or set of computer executable instructions. The
portal activity module 28 more particularly represents a sec-
ond environment 24 application located on the first environ-
ment 22 stack. By example, if the second (Linux-based) envi-
ronment 24 is the Ubuntu environment, the portal activity
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module 28 can represent a specific Ubuntu application, and
when the portal activity module 28 has focus, Ubuntu is in
view through the GUI 12.

Generally speaking, numerous applications can run simul-
taneously, also referred to as a stack of running applications,
within any given environment. Logically speaking, the top-
most application is deemed to have “focus”. Where multiple
applications are available for interaction with a user (e.g.,
where multiple windows corresponding respectively to mul-
tiple applications are shown on a display such as the GUI 12),
that one of the applications which is currently interacting with
the user in terms of being configured to receive input com-
mands or signals from the user at a given time can be consid-
ered the application having “focus.”” Notwithstanding the
above description, in at least some embodiments of the
present invention, while the second environment 24 is
capable of causing the simultaneous display (e.g., on the GUI
12) of multiple windows corresponding to multiple applica-
tions, the first environment 22 does not have this capability.
Rather, in such embodiments, the first environment is only
able to cause the display (e.g., on the GUI 12) of a single
window corresponding to a single application at any given
time.

As discussed above, the co-existing environments 22, 24
within the operating system 16 communicate with each other
as indicated by the arrow 21 and also communicate with the
same Linux kernel 18 as indicated by the arrows 13,17 and 19
of FIG. 2. Because (also as noted above) Android/Dalvik
replicates a complete middleware layer, rather than merely a
byte-code interpreter (VM) as does Java, absent the taking of
appropriate steps there is a possibility of conflict in the opera-
tion of the middleware 3 and the middleware 7 of the first and
second environments 22 and 24, respectively, in terms of the
allocation of resources/physical assets controlled through the
Linux kernel 18. To avoid such conflicts, the resource man-
ager 34, which is part of the second environment 24, commu-
nicates directly with the portal service module 26, which is
part of the first environment 22. Further, the portal service
module 26, which is part of the first environment 22, commu-
nicates directly with the resource manager 34. The resource
manager 34 is a set of instructions configured to manage the
resources shared by the first environment 22 and second envi-
ronment 24. The shared resources include display devices,
input devices, power management services and system state
information. Furthermore, the resource manager 34 is con-
figured to control the accessing of the device hardware 20 by
the environments 22, 24. Additionally, the resource manager
34 identifies and controls which user interface associated
with the environments 22, 24 is displayed through the GUI
12.

According to the present embodiment, the portal service
module 26 is the source of all communications from the first
environment 22 to the resource manager 34. Additionally, the
portal service module 26 is a sink for all callbacks from the
resource manager 34 to the first environment 22. The resource
manager 34 provides a status discoverable application pro-
gramming interface (API) to the portal service module 26.
This API is configured to be called by the resource manager
34 at any time. The resource manager 34 is configured to
obtain and process run-time status, which allows for the
resource manager to maintain a state machine. For the first
environment 22, the portal service module 26 provides run-
time status to processes that require them. Similarly, the por-
tal service module 26 requests and receives status updates
from processes which provide status information (for these
reasons, the portal service module 26 can more particularly be
considered part of the Android run-time programming 5 of
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FIG. 2). A similar communication for the second environment
24 is controlled by the resource manager 34, which provides
run-time status to the processes that require them. The
resource manager 34 requests and receives status updates
from various processes that provide status information. The
drivers 42 logically associated with the kernel 18 communi-
cate directly with the resource manager 34 as well as the
processes that provide run-time status information. By
example, the aforementioned API of the resource manager 34
arbitrates access to user interface devices, such as displays,
touch screens or the GUI 12. In yet another example, this API
arbitrates access to power input devices, such as batteries
and/or AC/DC wall plugs.

As mentioned above, the first environment 22 and the sec-
ond environment 24 are independent from the other in the
manner discussed above, and co-exist with respect to the
other. Each of the environments 22, 24 is a fully-functioning
environment, and does not need the other environment to
function, such that the two environments can be said to exist
on the mobile device 10 with 100% independence with
respect to the other. The first and second environments 22, 24
do not co-exist in a virtualization or emulation scheme, but
rather each of the environments operates on the shared, single
kernel 18. The first and second environments 22, 24 in par-
ticular have run-time co-existence in which both of the envi-
ronments 22, 24 are run as stand-alone, native environments.
Neither of the environments 22, 24 is recompiled, as there is
no need to leverage a common C run-time environment.
Because of the presence of the two environments 22, 24, a
user can access applications 2, 6 that are coded purely for one
or the other of the environments 22, 24, and a user can access
an application that is coded for one of the environments
without an interruption to the user’s computing experience
with respect to the other of the environments.

Referring next to FIG. 4, an additional block diagram
shows in schematic form aspects of the operating system 15
(with the Linux user 16 and Linux kernel 18) by which an
exemplary co-existence scheme for the first (Android) envi-
ronment 22 and the second (Ubuntu) environment 24 is pro-
vided. In general, each of the environments 22, 24 operates on
a separate run-time environment, which provides software
services for programs and/or processes while the mobile
device 10 is operating. More particularly as shown, Android
processes 46 and Android libraries 48 access a Bionic C (or
simply bionic) library 50, which is optimized and modified
specifically for the Android environment. The Android librar-
ies 48 and bionic library 50 can be considered to form part of
the Android run-time programming 5 of FI1G. 2. Additionally
as shown, Ubuntu processes 52 and Ubuntu libraries 54
access a GNU C (glibc) library 56, which is used in many
standard desktop Linux-based systems. The Ubuntu libraries
54 and glibc library 56 can be considered to form part of the
GNU libraries/tools 9 of FIG. 2. Each respective one of the
environments 22, 24 runs on its respective C libraries without
conflicting with the other one of the environments 22, 24.

Referring further to FIG. 5, a more detailed communica-
tion path between the first environment 22 and the second
environment 24 described in FIG. 4 is shown in schematic
form. More particularly, an inter-process communication
(IPC) system is configured to manage the inter-environment
communication flow between the first environment 22 and the
second environment 24. As shown, the portal service module
26 (discussed above with respect to FIG. 3) of the first envi-
ronment 22 communicates with a DBUS binding 58, which in
turn is a software package containing programming language
and executable instructions configured to communicate with
a DBUS library 60, the DBUS binding and DBUS library also
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being components of the first environment 22. Additionally as
shown, the resource manager 34 (also discussed above with
respect to FIG. 3) communicates with a Glib DBUS binding
62, which also is a software package containing programming
language and executable instructions configured to commu-
nicate with a DBUS library 64 configured for the second
environment 24. Both the first environment 22 DBUS library
60 and the second environment 24 library 64 communicate
through a DBUS Daemon 66, which along with the Glib
DBUS library 62 and DBUS library 64 is logically part of the
second environment 24, and which acts as the communication
link between the two environments. All of the components 26,
58 and 60 of the first environment 22 can be conceptually
considered to be part of the middleware 3 of that environment,
while all of the components 34, 62, 64 and 66 of the second
environment 24 can be conceptually considered to be part of
the middleware 7 of that environment.

Referring to FIG. 6, a flow chart shows steps of an exem-
plary boot sequence for the operating system 15 of FIG. 2.
The boot sequence includes both common and environment-
specific steps. The actual boot sequence is dependent upon
rules associated with a predetermined device state of the
mobile device 10 that dictates the booting sequence. By
example, if the mobile device 10 is connected to a peripheral
device, such as a monitor, the device state is considered to be
in docked mode, and the second (Linux-based) environment
24 is the default primary environment. Alternatively, if the
mobile device 10 is not connected to a peripheral device, then
it is in mobile mode, and the first (Android) environment 22 is
the default primary environment. Although in any given mode
of'the mobile device 10 one or the other of the first and second
environments 22, 24 serves as a primary environment, both
environments are launched simultaneously (that is, the sec-
ondary/non-primary environment is launched simultaneously
with the primary environment). Further, once both of the
environments 22, 24 are launched and one of the environ-
ments serves as the primary environment, the secondary envi-
ronment nevertheless still operates in the background relative
to the primary environment, in case the mobile device 10 state
changes and the secondary environment is switched to
become the primary environment. By example, when the
mobile device 10 is in docked mode and the peripheral device
is unplugged, there is an automatic switch to mobile mode,
which results in the secondary environment becoming the
primary environment, and vice versa.

As shown in FIG. 6, the boot sequence is initiated at step
68, followed by the launching/initializing of the Linux kernel
18 (or core) at step 70. In this regard, a bootloader program
initializes prior to the launching of the kernel 18. After the
Linux kernel 18 is launched/initialized, the kernel itself then
launches user space scripts at step 72. The resource manager
34 is further launched at step 74, followed by an identification
of'the mode state at step 76. Once the mode state is identified,
a reference library is accessed at step 78 to determine the
criteria associated with and/or dictated by the mode state that
is identified. At step 80, services common to both the first
environment 22 and the second environment 24 are launched.
The mode state determined at step 76 is subsequently refer-
enced and considered at step 82 and, depending upon the
mode state, different paths are followed.

In this regard, if at step 82 the mobile mode state is refer-
enced, then the first environment 22 should be the primary
environment while the second environment 24 should be the
secondary environment. Consequently, in that circumstance,
first environment 22 initialization scripts are launched at step
84, followed by the launching of second environment 24
initialization scripts at step 86. Alternatively, if the docked
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mode state is referenced at step 82, then the second environ-
ment 24 should be the primary environment and the first
environment 22 should be the secondary environment. Con-
sequently, in that circumstance, second environment 24 ini-
tialization scripts are launched at step 88, followed by the
launching of first environment 22 initialization scripts at step
90. Following each of the steps 86 and 90, the process in each
case proceeds to step 92 at which the mobile device 10
becomes operational. Thus, regardless of which of the envi-
ronments 22, 24 is the primary environment, both environ-
ments are launched and running before the mobile device 10
is operational at step 92. Indeed, since the common services
are launched first at step 80, for all intents and purposes the
primary and secondary environments are launched in parallel.
However, the primary environment-specific services, based
upon the device state, are launched immediately before the
secondary environment-specific services. By separating the
common services launch with the environment-specific
launch, the mobile device 10 can be quickly operational with
multiple co-existing and independent environments.

Referring to FIG. 7, a flow chart shows steps of an exem-
plary process for launching a second environment 24 appli-
cation (e.g., one of the applications 6) while the mobile device
10 is in the mobile mode and the first environment 22 is the
primary environment and thus has primary control over
operations of the mobile device 10. As shown, the process
begins with the mobile device 10 initially operating with the
first environment 22 as the primary environment at step 94.
Next, at step 96, a second environment 24 application is
selected (e.g., in response to a user command) or otherwise
launched in response to response to a signal or event. The
second environment 24 application can take a variety of forms
depending upon the embodiment; for example, the second
environment 24 application in one embodiment is an appli-
cation referred to as “mobile PC,” which is an application in
the second environment 22 that when operating provides a
full PC view (alternatively referred to as a netbook view)
while the mobile device 10 is operating in the mobile mode
and the first environment 22 is in primary control. In an
alternate embodiment, individual applications from the sec-
ond environment 24 can be listed in a first environment 22
menu and individually launched, which can be similar to a
netbook view.

Still referring to FIG. 7, subsequent to step 96, the portal
service module 26 sends a status update communication to
the resource manager 34 at step 98 indicating that the portal
activity module 28 has gained focus. Thereafter, the resource
manager 34 disables the first environment 22 input and
switches a virtual terminal at step 100. The mobile PC appli-
cation is then displayed on the GUI 12 at step 102. While
operating the mobile PC application an unsolicited event can
occur at step 104 or a user-solicited event can occur at step
106. Unsolicited events include time critical and non-time
critical events. By example, a time critical unsolicited event
includes a phone call or a scheduled or unscheduled alarm.
Further, by example, a non-time critical unsolicited event
includes a short message service (SMS) message, an email
message or a device update notification. After an event occurs
at either of the steps 104 or 106, the portal service module 26
sends a communication to the resource manager 34 indicating
that the portal activity module 28 has lost focus, at step 108.
Next, at step 110, the resource manager 34 requests the first
environment 22 to enable input event flow and switches the
virtual terminal. By example, the present embodiment
includes separate virtual terminals for switching display con-
trol between the first environment 22 and the second environ-
ment 24. Broadly speaking, a virtual terminal is a Linux
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application that allows a system user to switch display con-
trols between Windows-based view and a system console.

Subsequent to step 110, one of several events can occur at
step 112 and, depending upon which of such events occurs,
the process advances in different manners. More particularly,
when anunsolicited event occurs or a user selects the “Home”
key at step 112, the portal activity module 28 is switched to
the background at step 114 while the unsolicited event con-
tinues or the user initiates/operates another application from
the “Home” menu of the GUI 12. Alternatively, if the user
selects the “Back” key at step 112, then the portal activity
module 28 exits the application at step 116 and reverts to the
idle main menu (step 94). Once step 114 has been completed
then it is determined at step 118 whether another event has
occurred. If an event occurs that is an unsolicited event, then
the process advances from step 118 to step 120 in which the
first environment 22 is interrupted. After the environment
interruption at step 120, the interrupting application exits and
the portal activity module 28 regains focus at step 122 and the
mobile device 10 reverts to step 98. Alternatively, if the event
occurring at the step 118 is a solicited event such as user
selection of the “Home” key, then the device reverts to the idle
main menu (step 94). With respect to the above steps, it should
be noted that user-initiated events, such as the selecting of the
Home key or Back key, or the initiating of a new application,
are exemplary solicited events, which are to be contrasted
with unsolicited events.

In an alternative embodiment, the virtual terminal facility
is not utilized. Rendering a second environment 24 applica-
tion while in the mobile mode can be accomplished through a
VNC-like application. The second environment 24 applica-
tion, such as Ubuntu, can be rendered remotely into the VNC
client. Additionally, this embodiment does not take physical
display control away from the first environment 22. Addition-
ally, in yet another alternative embodiment, non time-critical
notifications generated by the first environment 22 are iden-
tified and listed in a panel within the second environment 24
view. By listing the notifications in a panel the first environ-
ment 22 status information is integrated with the second
environment 24 view when the second environment 24 is the
primary environment. At the user’s leisure, the panel is
accessed to reveal non time-critical status notifications. When
the panel is engaged the first environment 22 becomes the
primary environment and allows the notifications to be
viewed. By example, the panel can be a pull-down list that
comes down from a status area with a slide gesture.

Referring next to FIG. 8, a message sequence chart shows
steps of an exemplary process for launching a second envi-
ronment 24 application while the first environment 22 has
primary control. The sequence chart provides a step wise
flow, from top to bottom, of the signals transmitted between
the portal activity module 28 and the resource manager 34. As
shown, the portal activity module 28 receives a signal 124 to
launch the portal and disable the input. The first environment
22 has primary control before signal 126 changes the mode
state such that the second environment 24 obtains primary
control. A signal 126 is sent from the portal activity 28 to the
resource manager 34, which then generates a responsive sig-
nal 128 sent to the portal activity module 28 indicating that
the second environment 24 is the primary environment. Fur-
ther as shown, a signal 130 is received by the portal activity
module 28 and enables the input. A signal 132 is sent from the
portal activity 28 to the resource manager 34 changing the
mode state such that primary environment is switched from
the second environment 24 to the first environment 22. After
receiving the signal 132, the resource manager 34 switches
the virtual terminal. The resource manager 34 then sends a
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status update signal 134 to the portal activity module 28
indicating that the first environment 22 is primary.

Turning to FIG. 9, a flow chart shows steps of an exemplary
process for switching from the first environment 22 to the
second environment 24. The process begins at step 136 with
the mobile device 10 idle in the mobile mode, with the pri-
mary environment being the first environment 22. At step 138
the mobile device 10 is connected to a docking station, or
connected to a peripheral device. By example, an HDMI
connection can be established between the mobile device 10
and a monitor or a television. The resource manager 34 is
notified of the updated connection status at step 140 and the
first environment 22 is disabled at step 142 in response to the
connection status change. The first environment 22 portal
(that is, the portal activity module 28) switches the shared
memory framebuffer at step 144, followed by the resource
manager 34 switching the virtual terminal at step 146. If the
mobile PC application is in view at step 148, then the portal
activity module 28 exits at step 150 and the process advances
to step 152. Alternatively, if the mobile PC application is not
in view, then the process immediately advances from the step
148 to the step 152. At the step 152, the docked mode is
entered and the second environment 24 is correspondingly
enabled.

Next, subsequent to the completion of step 152 and
enabling of the docked mode, it is possible that the state of the
mobile device 10 will change at step 154. By example, the
state of the mobile device 10 changes when a user removes an
HDMI cable, or similar connector, which is used for connect-
ing the mobile device to a peripheral device. In the event that
the device state changes at step 154, then the resource man-
ager 34 receives a status state update at step 156. Following
the receipt of the state update at step 156, the first environ-
ment 22 is enabled at step 158 and the device operates again
in the mobile mode. Next, a framebuffer switch is requested at
step 160 and a virtual terminal switch is requested at step 162,
both of which are performed by the portal activity 26. Fol-
lowing step 162, the mobile device 10 reverts to an idle state
in the mobile mode by returning to step 136.

Referring to FIG. 10, a message sequence chart shows
steps performed during an exemplary process in which the
mobile device 10 transitions from the mobile mode (where
the primary environment is the first environment 22) to the
docked mode (where the primary environment is the second
environment 24). As shown, initially the mobile device 10 is
operating in the mobile mode and the first environment 22 is
the primary environment. A cable signal 164 is received by
the resource manager 34, which indicates that an HDMI or
alternate hardwire plug has been attached to the mobile
device 10 (also as shown, the cable signal 164 can be consid-
ered as being received from a child resource manager 34', as
opposed to the main resource manager 34). The cable signal
164 is an exemplary mode state initialization change signal.
In an alternative embodiment, the plug can be representative
of wireless communication between the mobile device 10 and
a peripheral device, and disabling of such wireless commu-
nication would cause a mode state initialization change signal
to be generated. Subsequent to the signal 164, a sequence of
further signals transitioning the device from the mobile mode
to the docked mode is initiated. In this regard, a signal 166 is
sent from the resource manager 34 to the portal activity mod-
ule 28 indicating a mode status transition and disabling the
main data input. The portal activity module 28 then sends a
signal 168 to the resource manager 34 identifying the second
environment 24 as now being primary and switching the
virtual terminal. Further, a signal 170 is also sent from the
resource manager 34 to the portal activity module 28 identi-
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fying the second environment 24 as the primary environment
that has taken ownership of the framebuffer. Additionally, a
mode state change confirmation signal 172 is sent from the
portal activity module 28 to the resource manager 34 identi-
fying that the mobile device 10 is now in the docked mode and
that the second environment 24 is the primary environment. A
system mode update signal is then also sent from the resource
manager 34 to the AIW 36.

Referring to FIG. 11, an additional message sequence chart
shows steps performed during an exemplary process in which
the mobile device 10 transitions from the docked mode
(where the primary environment is the second environment
24) to the mobile mode (where the primary environment is the
first environment 22). As shown, a cable signal 176 is received
by the resource manager 34, which indicates that an HDMI or
alternate hardwire plug has been removed from the mobile
device 10 (also as shown, the cable signal 176 can be consid-
ered as being received from a child resource manager 34', as
opposed to the main resource manager 34). Removal of the
plug indicates that a peripheral device (not shown) is no
longer in communication with the mobile device 10. In an
alternative embodiment, the plug can be representative of
wireless communication between the mobile device 10 and a
peripheral or alternate device (not shown), and enabling of
such wireless communication would cause a mode state ini-
tialization change signal to be generated. Subsequent to the
signal 176, a sequence of further signals transitioning the
device from docked mode to mobile mode is initiated. In this
regard, a signal 178 is sent from the resource manager 34 to
the portal activity module 28 indicating a mode status transi-
tion and enabling the main data input and the main frame-
buffer. The portal activity module 28 then sends a signal 180
to the resource manager 34 identifying the first environment
22 as now being primary and switching the virtual terminal.
Further, a signal 182 is sent from the resource manager 34 to
the portal activity module 28 identifying the first environment
22 as the primary environment that has taken ownership of the
framebuftfer. Additionally, a mode state change confirmation
signal 184 is sent from the portal activity module 28 to the
resource manager 34 identifying that the mobile device 10 is
now in the mobile mode and that the first environment 22 is
the primary environment. A system mode update signal is sent
from the resource manager 34 to the AIW 36.

Turning to FIG. 12, a further flow chart shows steps of an
exemplary process for using an application controlled by a
first environment of the operating system of FIG. 2 while a
second environment of that operating system has primary
control. As shown, the process begins at step 188 at which the
mobile device 10 is idle in the docked mode such that the
second environment 24 is the primary environment. Then, if
an unsolicited event occurs at step 190 or the user selects the
first environment 22 in a window application at step 192, then
the first environment 22 in a window application is launched
at step 194. By example, assuming that the first environment
22 is Android-based as discussed above, then the ATW mod-
ule (or application) 36 is launched. The AIW module 36
enables a user to access the Android applications 32 (see FIG.
3) while the device is operating in the docked mode. The
resource manager 34 is also notified of the status update at
step 194. Subsequently, at step 196, input to the first environ-
ment 22 is enabled and further, at step 198, a transmission of
first environment display update notifications occurs. The
AIW module 36 thus is operating and has focus at step 200.

Referring additionally to FIG. 13, an exemplary computer
monitor 230 is shown, on which are displayed exemplary
windows that can appear due to the operation of the mobile
device 12 in accordance with the steps 188-200 discussed
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above. For purposes of the present example, it can be assumed
that the monitor 230 is an additional device with which the
mobile device 12 is docked (in some cases, the monitor can be
part of or associated with a computer such as a PC with which
the mobile device 12 is docked). More particularly as shown,
due to operation in the docked mode in accordance with the
step 188, a primary window 232 generated by a correspond-
ing application of the second environment 24 is displayed on
the monitor 230. Notwithstanding the display of the primary
window 232, the monitor 230 is also shown to display a
secondary window 234, which is an AW window. The sec-
ondary window 234 appears in response to the occurrence of
an unsolicited event at the step 190, which in the present
example is the detection by the mobile device 12 of an incom-
ing phone call to the mobile device. Due to the unsolicited
event, at the step 194 the ATW module 36 is launched and the
additional steps 196-200 are performed such that, corre-
spondingly, the secondary window is generated. At the step
200, the secondary window 234 is in focus, rather than the
primary window, that is to say, the focus has changed from the
primary window to the secondary window as a result of the
performing of the steps 190 and 194-200.

Again particularly with respect to FIG. 12, upon reaching
step 200, it is subsequently possible that the AIW module 36
will be exited or that a user will remove the ATW module from
focus. If the ATW module 36 is exited at step 202 or a user
removes AIW from focus at step 204, then in either case the
first environment 22 input is disabled at step 206 and addi-
tionally the first environment 22 display is stopped at step
208. Subsequently, at step 210 it is again considered whether
the AIW module 36 was exited at step 202 or a user removed
the AIW from focus at step 204. If the AIW module 36 was
exited at step 202, then following step 210 the mobile device
10 reverts to the idle docked mode by returning to step 188.
Thus, with respect to the example shown in FIG. 13, the
secondary window 234 disappears and the primary window
232 remains and regains focus. Alternatively, if the ATW
module 36 was merely defocused, then the AIW module 36
continues to operate at step 212 in this defocused state. In this
case, with respect to the example shown in FIG. 13, both the
primary window 232 and the secondary window 234 remain
displayed on the monitor but it is the primary window 232
which has focus.

While the AIW module 36 and correspondingly the sec-
ondary (AIW) window 234 is defocused, it is still possible for
auser to select the ATW module and continue interaction with
the ATW window, so as to refocus the AIW module (and notify
the resource manager 34 of any status update), as well as
possible for unsolicited interrupting events to occur that may
precipitate a refocusing of the ATW module. Thus, as shown,
once the AIW module 36 is operating in the defocused state,
if either an unsolicited event occurs that interrupts the opera-
tion of the AIW module 36 at step 214 or a solicited interac-
tion with the ATW module 36 occurs at step 216, then in either
case the AIW module 36 subsequently regains focus at step
218. After the AIW module 36 regains focus, the first (An-
droid) environment 22 input is enabled at step 220 and also
the first environment display update notifications are trans-
mitted to the resource manager 34 at step 222. After step 222,
the mobile device 10 reverts to step 200, where the AIW
module 36is enabled and in focus. As mentioned above, when
an application is in focus, that application is at the logical top
of a stack of running applications.

Thus, in accordance with at least one embodiment, a
mobile device operating system having a core kernel config-
ured to interface a device hardware component and a middle-
ware component is provided. The system includes at least two
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co-existing independent middleware operating environments
coupled to the core kernel, the middleware operating envi-
ronments each having a corresponding application compo-
nent.

According to another embodiment, a mobile computing
device having a memory storage unit coupled to a computer
processor is provided. The memory storage unit includes
computer executable instructions capable of operating at least
two operating system environments on a common kernel

According to yet another alternative embodiment, amobile
telephone having a graphical user interface configured to
receive and transmit multimedia information is provided. The
telephone includes a computing system with a processor
coupled to a memory storage unit, and a multi-environment
operating system having a common kernel. The memory stor-
age unit includes computer executable instructions capable of
managing resources shared between at least two co-existing
independent operating system environments.

In accordance with an alternative embodiment, a mobile
computing device with a computer processor coupled to a
computer memory having computer executable instructions
configured to initiate an operating system. The device also
includes an operating system configured to simultaneously
run a standard Linux distribution operating system environ-
ment and an Android™ operating system environment on a
single kernel.

According to yet another alternative embodiment, amobile
device operating system having a core kernel configured to
interface a device hardware component and a middleware
component. The device also includes a first independent
middleware operating environment configured to run JAVA-
interpreted applications and coupled to the core kernel, and a
second independent middleware operating environment con-
figured to run native applications and coupled to the core
kernel.

In accordance with at least one embodiment, a method for
booting a device having at least two co-existing independent
operating environments is provided. The method includes
initiating a start-up boot sequence, initializing a core kernel,
identifying a device mode state, launching services common
to a first operating system and a second operating system,
selecting a primary operating system based at least in part
upon the mode state and launching initializing scripts of the
primary operating system; and launching initializing scripts
of a secondary operating system.

In an alternative embodiment, a method for operating a
device having multiple co-existing operating environments is
provided. The method includes initiating a boot sequence
configured to simultaneously launch two operating system
environments, identifying the mode state of the device and
selecting a primary operating environment based at least in
part upon the mode state.

In yet another embodiment, a mobile device operating
system having a core kernel configured to interface a device
hardware component and a middleware component is pro-
vided. The system includes at least two co-existing indepen-
dent middleware operating environments coupled to the core
kernel, the middleware operating environments each having a
corresponding application component.

According to another embodiment, a mobile computing
device having a memory storage unit coupled to a computer
processor is provided. The memory storage unit includes
computer executable instructions capable of operating at least
two operating system environments on a common kernel

According to yet another alternative embodiment, amobile
telephone having a graphical user interface configured to
receive and transmit multimedia information is provided. The
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telephone includes a computing system with a processor
coupled to a memory storage unit, and a multi-environment
operating system having a common kernel. The memory stor-
age unit includes computer executable instructions capable of
managing resources shared between at least two co-existing
independent operating system environments.

In accordance with an alternative embodiment, a mobile
computing device with a computer processor coupled to a
computer memory having computer executable instructions
configured to initiate an operating system. The device also
includes an operating system configured to simultaneously
run a standard Linux distribution operating system environ-
ment and an Android™ operating system environment on a
single kernel.

According to yet another alternative embodiment, a mobile
device operating system having a core kernel configured to
interface a device hardware component and a middleware
component. The device also includes a first independent
middleware operating environment configured to run JAVA-
interpreted applications and coupled to the core kernel, and a
second independent middleware operating environment con-
figured to run native applications and coupled to the core
kernel.

From the above description, it should be evident that the
capabilities and operational characteristics of different envi-
ronments such as the first and second environments 22, 24 can
be particularly tailored for the applications and functions
those environments are intended to serve. In the present
embodiment, in this regard, the first (Android) environment
22 has special characteristics that are particularly suited for
mobile device functionality while the second (Linux-based)
environment 24 does not have such characteristics tailored in
this manner to such an extent. For example, given some of the
limitations associated with mobile device displays in com-
parison with other types of displays (e.g., desktop computer
displays), and given that the first environment 22 in the
present embodiment is particularly tailored for facilitating
mobile device operation while the second environment 24 is
not tailored for such purposes to such an extent, in the present
embodiment the second environment (and particularly the
middleware 7 of that environment) supports either a greater
number of display resolutions or higher-level display resolu-
tions than the first environment (and its middleware 3).

Additionally, given the limited CPU power available in
many mobile devices, achieving sufficiently high processing
speeds is often of concern in the design and implementation
of the mobile devices. Use of the Android environment as the
first environment 22 as discussed above is appropriate for
such mobile devices given such concerns and the operational
circumstances often faced by mobile devices. In particular,
because the Android environment generally includes a cus-
tom library in which the C library has to be loaded in each
process, the custom library is desirably small: The bionic
library in particular is a smaller library than, and has more
limited functionality than, the glibc library. Also, use of the
bionic library allows for greater speed of operation of a
mobile device due to the library’s small size and fast code
paths. Further, the bionic library also has built-in support for
important Android-specific services such as system proper-
ties and logging, although it should be further noted that the
bionic library does not support certain POSIX features, such
as C++ exceptions and wide characters (thus it is not quite
compatible with the glibc library, which is substantially
POSIX compliant). In view of the above, the Android envi-
ronment 22 utilizes the bionic library rather than the glibc
library, and all native code is compiled against bionic and not
glibe.
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In addition, embodiments of the present invention are
capable of operating in a manner in which pre-run-time com-
piled applications are enabled in one environment such as the
second (Linux-based) environment 24, while other register-
based applications are interpreted at run-time so as to be
enabled in another environment, such as the first (Android)
environment 22. The pre-run-time compiled applications can
among other things include, for example, C/C++ native appli-
cations that are compiled before run-time. Given such
embodiments, it is possible to have both pre-run-time com-
piled applications and register-based run-time interpreted
applications interact with a common physical environment
simultaneously, by virtue of being coupled through the com-
mon Linux kernel 18. Alternatively stated, such operation
enables GNU to operate pre-run-time compiled applications
(like OpenOffice, or Mozilla Firefox) concurrently with
Android running run-time interpreted Dalvik-intentioned
applications.

Notwithstanding the above, the present invention is
intended to encompass numerous other embodiments, includ-
ing numerous variations of the embodiments discussed
above. Thus, in a number of embodiments, it is envisioned
that the mobile device 10 transitions between mode states
(and consequently between environments) in response to an
unsolicited event such as the docking or undocking of the
mobile device 10. Yet, also in some embodiments it is con-
templated that the mobile device 10 can transition between
mode states (and between environments) based upon events
other than docking or undocking the mobile device 10, and/or
based upon events other than unsolicited events. By example,
if the mobile device 10 is stationary for a preset period of
time, the mobile device 10 can be programmed to operate in
the most energy efficient mode state, regardless of the device
status otherwise. In yet another example, a user can transition
the mode state from docked to mobile even if the device has a
connection with a peripheral device. Additionally, the type of
peripheral device connected to the mobile device 10 can
dictate whether an automatic mode state change sequence is
initiated or a user has provided a mode state change request.
In some cases, a user is able to select the mode state in which
to operate the mobile device 10.

Further, in some embodiments, it is possible for the mobile
device 10 to switch from one of the mode states (environ-
ments) to the other of the mode states (environments) when a
user invokes an application associated with the other mode
state. Indeed, depending upon the embodiment, the mobile
device 10 can be configured so that any event or events can
trigger a change in mode state (environment). For example, in
an embodiment where the mobile device 10 is in communi-
cation with a web server or intermediate server, a push from
that web server or intermediate server (e.g., a forced sending
of information from that server to the mobile device) can
automatically precipitate a switching from one environment
(e.g., the environment 24) to another environment (e.g., the
environment 22) suitable for receiving the pushed informa-
tion. Notwithstanding the above description, depending upon
the embodiment, the switching from one mode (environment)
to another can be viewed as a process of pre-emption. For
example, when an unsolicited event occurs that triggers a
switch between the environment 22 and the environment 24,
it can be said that the environment 22 is pre-empted by the
unsolicited event such that the environment 24 is then initi-
ated. Further, the present invention is intended to encompass
numerous further embodiments in which a variety of addi-
tional mode states (environments) are contemplated, includ-
ing a variety of mode states (environments) that depend upon
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the particular mobile device 10 usage and the applications
available in the memory of the device hardware 20.

It is specifically intended that the present invention not be
limited to the embodiments and illustrations contained
herein, but include modified forms of those embodiments
including portions of the embodiments and combinations of
elements of different embodiments as come within the scope
of' the following claims.

The invention claimed is:

1. A method for booting a device having at least two simul-
taneous co-existing independent operating environments,
comprising the following steps:

initiating a start-up boot sequence;

initializing a core kernel;

identifying that the device is docked;

launching services common to a first operating system and

a second operating system that both operate on the core
kernel, wherein the services are other than kernel-level
services;

selecting a personal computing primary operating system

based at least in part upon the identifying that the device
is docked, wherein the first operating system is the per-
sonal computing primary operating system;

launching initializing scripts of the personal computing

primary operating system; and

launching initializing scripts of a secondary mobile oper-

ating system, wherein the second operating system is the
secondary mobile operating system, and wherein the
second operating system operates while the first operat-
ing system is operating as the personal computing pri-
mary operating system.

2. The method according to claim 1, wherein the device
boots the personal computing primary operating system first
when the device is identified as docked.

3. The method according to claim 1, wherein the device
boots the mobile operating system first when the device is
booted while the device is not identified as docked.

4. The method of claim 1, wherein the first and second
operating systems do not exist in a virtualization or emulation
scheme but rather operate on the core kernel.

5. A method for initializing an operating system, compris-
ing the following steps:

initializing a boot sequence;

selecting at least two independent, simultaneous operating

system environments for operating a mobile device, the
at least two operating system environments being con-
figured to be independent and co-exist while the device
is operational;

launching a common kernel on which each of the at least

two operating system environments operate;

launching application services common to a first of the at

least two operating system environments and a second of
the at least two operating system environments, wherein
the services are other than kernel-level services;

based at least in part upon a mode state of the device,

selecting one of the first operating system environment
and the second operating system environment as the
primary operating system environment and the other of
the first operating system environment and the second
operating system environment as the secondary operat-
ing system environment; and

launching initializing scripts for the primary and secondary

operating system environments;

wherein the second operating system environment is the

primary operating system environment when the mode
state is a docked mode, and wherein the first operating
system environment operates while the second operat-
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ing system environment is operating as the primary
operating system environment.

6. The method according to claim 5, further comprising the
step of initiating a secondary operating system application.

7. The method according to claim 5, wherein the first
operating system environment is mobile operating system
environment.

8. The method of claim 5, wherein the services are
launched simultaneously.

9. The method of claim 5, wherein the first and second
operating systems do not exist in a virtualization or emulation
scheme but rather operate on the common kernel.

10. The method of claim 5, wherein whether the launching
of the initializing scripts of the personal computing primary
operating system occurs subsequent to or prior to the launch-
ing of the initializing scripts of the secondary mobile operat-
ing system depends upon the mode state.

11. A method for operating a device comprising the fol-
lowing steps:

initiating a boot sequence, configured to launch two co-

existing operating system environments that do not exist
in a virtualization or emulation scheme but rather oper-
ate on a shared, single kernel;
identifying the mode state of the device;
selecting a first of the two co-existing operating system
environments as a primary operating system environ-
ment based at least in part upon the mode state; and

changing the primary operating environment to a second of
the two co-existing operating system environments
based at least in part upon a change in the mode state of
the device, wherein the first of the operating system
environments still continues to operate while the second
operating system environment is operating as the pri-
mary operating environment;

wherein the mode state changes from a mobile mode to a

docked mode when the device is docked.

12. The method according to claim 11, wherein the mode
state changes from a docked mode to a mobile mode when the
device is removed from a docking station.

13. The method according to claim 12, wherein the primary
environment switches from the mobile mode to a desktop
mode when the device is docked.

14. The method of claim 11 further comprising launching
services Common to the two co-existing operating system
environments.

15. A method for operating a device having a kernel, a first
environment with first middleware, and a second environ-
ment with second middleware, wherein each of the environ-
ments interfaces the kernel:

initializing the kernel;
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identifying a device mode state;

launching services common to each of the first environ-

ment and the second environment;

determining one of the first and second environments as

being a primary environment based at least in part upon
the mode state; and

launching initializing scripts for each of the first and sec-

ond environments,

wherein the first middleware of the first environment is

configured to interpret application code at run-time with
a byte-code interpreter, and the second middleware of
the second environment is configured to execute a pre-
run-time-compiled application;

and further including determining that an event has

occurred; and

in response to the event, switching from the one of the

environments being the primary environment to the
other of the environments being the primary environ-
ment
wherein the event that is determined to have occurred is a
docking of the device in relation to another device, and
wherein the switching from the one environment to the
other environment involves a switching between a first
focus pertaining to the pre-run-time compiled applica-
tion and a second focus pertaining to another application
based upon the interpreted application code.
16. The method of claim 15, wherein the services are other
than kernel-level services.
17. A method for operating a mobile device comprising:
providing at least two operating system environments for
operating the mobile device, the at least two operating
system environments being configured to be indepen-
dent and co-exist while the device is operational;

providing a common kernel on which each of the at least
two operating system environments operate; and

launching application services common to a first of the at
least two operating system environments and a second of
the at least two operating system environments, wherein
the services are other than kernel-level services.

18. The method of claim 17, wherein the at least two
operating system environments do not exist in a virtualization
or emulation scheme but rather operate on the common ker-
nel.

19. The method of claim 17, further comprising:

based at least in part upon a mode of the device, selecting

a first of the at least two operating system environments
as a primary operating system environment and a second
of the at least two operating system environments as a
second operating system environment.
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